**Quick Sort**

**Quick sort Program using Array:**

#include <iostream>

using namespace std;

void quick\_sort(int[],int,int);

int partition(int[],int,int);

int main()

{

int a[50],n,i;

cout<<"Enter the total number elements";

cin>>n;

cout<<"\nEnter array elements:";

for(i=0;i<n;i++)

cin>>a[i];

quick\_sort(a,0,n-1);

cout<<"\nArray after sorting:";

for(i=0;i<n;i++)

cout<<a[i]<<" ";

return 0;

}

void quick\_sort(int a[],int l,int u)

{

int j;

if(l<u)

{

j=partition(a,l,u);

quick\_sort(a,l,j-1);

quick\_sort(a,j+1,u);

}

}

int partition(int a[],int l,int u)

{

int v,i,j,temp;

v=a[l];

i=l;

j=u+1;

do

{

do

i++;

while(a[i]<v&&i<=u);

do

j--;

while(v<a[j]);

if(i<j)

{

temp=a[i];

a[i]=a[j];

a[j]=temp;

}

}while(i<j);

a[l]=a[j];

a[j]=v;

return(j);

}

**Quick sort using linked list:**

#include <iostream>

#include <cstdio>

using namespace std;

struct Node

{

int data;

struct Node \*next;

};

void insert(struct Node\*\* head\_ref, int new\_data)

{

struct Node\* new\_node = new Node;

new\_node->data = new\_data;

new\_node->next = (\*head\_ref);

(\*head\_ref) = new\_node;

}

void print(struct Node \*node)

{

while (node != NULL)

{

cout<<node->data<<" ";

node = node->next;

}

cout<<"\n";

}

struct Node \*getTail(struct Node \*cur)

{

while (cur != NULL && cur->next != NULL)

cur = cur->next;

return cur;

}

struct Node \*partition(struct Node \*head, struct Node \*end,

struct Node \*\*newHead, struct Node \*\*newEnd)

{

struct Node \*pivot = end;

struct Node \*prev = NULL, \*cur = head, \*tail = pivot;

while (cur != pivot)

{

if (cur->data < pivot->data)

{

if ((\*newHead) == NULL)

(\*newHead) = cur;

prev = cur;

cur = cur->next;

}

else

{

if (prev)

prev->next = cur->next;

struct Node \*tmp = cur->next;

cur->next = NULL;

tail->next = cur;

tail = cur;

cur = tmp;

}

}

if ((\*newHead) == NULL)

(\*newHead) = pivot;

(\*newEnd) = tail;

return pivot;

}

struct Node \*quickSortRecur(struct Node \*head, struct Node \*end)

{

if (!head || head == end)

return head;

Node \*newHead = NULL, \*newEnd = NULL;

struct Node \*pivot = partition(head, end, &newHead, &newEnd);

if (newHead != pivot)

{

struct Node \*tmp = newHead;

while (tmp->next != pivot)

tmp = tmp->next;

tmp->next = NULL;

newHead = quickSortRecur(newHead, tmp);

tmp = getTail(newHead);

tmp->next = pivot;

}

pivot->next = quickSortRecur(pivot->next, newEnd);

return newHead;

}

void quickSort(struct Node \*\*headRef)

{

(\*headRef) = quickSortRecur(\*headRef, getTail(\*headRef));

return;

}

int main()

{

struct Node \*start = NULL;

int t,num;

cout<<"Enter the number of elements: ";

cin>>t;

while(t--){

cin>>num;

insert(&start, num);

}

quickSort(&start);

cout << "Linked List after sorting \n";

print(start);

return 0;

}

**Quick sort using linked list and without Recursion:**

#include<stdio.h>

#include<conio.h>

#include<stdlib.h>

struct node{

int data;

struct node \*next;

};

int x=0;

struct node \*head, \*n;

void insert(){

struct node \*ptr;

ptr=head;

n=(struct node \*)malloc(sizeof(struct node));

n->next=NULL;

printf("\n Enter the elements:");

scanf("%d", &n->data);

if(head==NULL)

{

head=n;

}

else{

while(ptr->next!=NULL){

ptr=ptr->next;

}

ptr->next=n;

}

x++;

}

void traverse(){

struct node \*ptr;

ptr=head;

if(head==NULL){

printf("\n The list is empty");

}

else{

while(ptr!=NULL){

printf("%d->", ptr->data);

ptr=ptr->next;

}

}

getch();

}

int partition(int p, int r){

struct node \*ptr, \*p1, \*p2;

int m,t, y, temp, a=1, u=1, b=1;

if(p<r){

p2=NULL;

p1=head;

ptr=head;

m=p;

temp=r;

y=1;

while(y<m){

p1=p1->next;

y++;

}

while(temp>1)

{

ptr=ptr->next;

temp--;

}

while(p1!=ptr){

if(p1->data<=ptr->data){

if(p2==NULL && p==1){

p2=head;

}

else if(p2==NULL && p!=1){

p2=head;

while(u<p){

p2=p2->next;

u++;

}

}

else{

p2=p2->next;

}

t=p1->data;

p1->data=p2->data;

p2->data=t;

}

p1=p1->next;

}

if(p2==NULL){

p2=head;

while(b<p){

p2=p2->next;

b++;

}

}

else{

p2=p2->next;

}

t=ptr->data;

ptr->data=p2->data;

p2->data=t;

ptr=head;

while(ptr!=p2){

a++;

ptr=ptr->next;

}

return a;

}

}

void quick\_sort(int p,int r)

{

int q,arr[20];

int beg= -1;

arr[++beg]=p;

arr[++beg]=r;

while(beg>=0){

r=arr[beg--];

p=arr[beg--];

q=partition(p,r);

if(p<q-1){

arr[++beg]=p;

arr[++beg]=q-1;

}

if(q+1<r){

arr[++beg]=q+1;

arr[++beg]=r;

}

}

}

int main(){

int ch;

L:system("cls");

printf("\n 1. Insertion");

printf("\n 2. Traversal");

printf("\n 3. Sorting");

printf("\n 4. Exit");

printf("\n Enter the operation to perform:");

scanf("%d", &ch);

switch(ch){

case 1: insert();

goto L;

case 2: traverse();

goto L;

case 3: quick\_sort(1,x);

goto L;

case 4: exit(0);

default:

printf("\n Invalid Choice");

getch();

goto L;

}

}